# Initial Architecture

![](data:image/png;base64,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)

### High-Level Architecture Overview

1. Initial Deployment -> 2. Stability Phase -> 3. Stress Phase -> 4. Adaptive Vertical Scaling -> 5. Monitoring Loop

### Stability Phase – Base Workload Discovery

To automatically discover the most stable request rate (R₀) that our application can handle without overloading the system and while maintaining a low, steady latency. The latency and CPU usage observed at this point form our performance baseline (L₀).

#### Why This Matters:

* Applying too low a load wastes resources (underutilization).
* Applying too high a load causes latency spikes or failures.
* This phase helps find the "sweet spot" for the application in its current resource envelope (CPU/memory requests).

#### Algorithm: Auto-Selecting the Stable Load

1. **Start with a Controlled Initial Load**

* Initialize request rate at 1 request per second (RPS).
* Ensure that this is well below what the service can handle.
* Allow the system to stabilize for ~30 seconds to 1 minute.
* Measure and log:
  + p95\_latency(t)
  + CPU\_Usage(t)
  + Memory\_Usage(t)

1. **Ramp-Up Loop (Iterative Load Increase)**

* Loop Logic(Pseudo Code)

R = 1 # start RPS

ΔR = 1 # increment in each step

interval = 30 seconds # time to observe metrics per step

while True:

apply\_load(R)

wait(interval)

L = get\_p95\_latency()

cpu = get\_cpu\_usage\_percent()

# Check for breaking conditions

if (L - previous\_L) / ΔR > LATENCY\_SENSITIVITY\_THRESHOLD:

break

if cpu > MAX\_CPU\_THRESHOLD:

break

previous\_L = L

R += ΔR

* The division:
  + (L - previous\_L) / ΔR represents the rate of change of latency with respect to request rate — essentially, the "latency gradient".
  + It tells us, "How much does the latency increase per each additional request per second (RPS)?"
  + Why we use it:
    - To Detect Performance Saturation: As we increase RPS, the service initially handles it well (small latency changes). But when we approach resource limits (CPU/memory/thread pool), even a small increase in RPS causes a big jump in latency. This formula helps detect that inflection point.
    - Gradient Helps Compare Across Services: By calculating the rate of change rather than the absolute change, we make the condition:
      * Scalable across slow and fast services
      * Independent of absolute latency numbers
      * Easier to compare
    - It's Like a Derivative (Δy/Δx): It’s conceptually the first derivative of latency w.r.t. request rate: How fast is latency growing when load increases? If this slope (gradient) becomes too steep, we stop ramping.
  + Why Not Just Use Latency Alone: Because raw latency can fluctuate, and a high latency at one point might not be a trend. This gradient checks whether latency is becoming sensitive to load, not just high.
  + LATENCY\_SENSITIVITY\_THRESHOLD
    - We can define the LATENCY\_SENSITIVITY\_THRESHOLD using our initial latency (L’) by expressing it as a percentage of acceptable latency increase per additional RPS. This method is adaptive and scales with the responsiveness of our service.
    - LATENCY\_SENSITIVITY\_THRESHOLD = α × L’, Where: L’ = Initial latency (e.g., p95 latency under stable initial load), α = Sensitivity factor (usually between 0.03 and 0.10)

| Service Type | Suggested α | Meaning |
| --- | --- | --- |
| Real-time Systems | 0.03 (3%) | Sensitive to latency increases |
| Web APIs / SaaS | 0.05 (5%) | Moderately sensitive |
| Async/Background APIs | 0.07–0.10 | More tolerant |

* Why This Works:
  + It adapts to both fast and slow services.
  + Makes our ramp-up logic generalizable to different microservices.
  + Prevents arbitrary hardcoded thresholds that may not fit all services.
* How to calculate initial latency fro the threshold definition:
  + To find the base latency (L’) initially, you need to follow a controlled, data-driven process right after deployment and before any optimization or scaling begins.
  + How to Find Initial Latency (L’)
    - Start the Service with Minimal Load: Deploy the application with default CPU/memory (e.g., 250m CPU, 256Mi RAM). Set the initial request rate to something low, like 1 RPS.
    - Warm Up the Service: Let the service run for ~2–5 minutes(This allows JIT warmup (for JVM-based apps), caching, internal thread pool startup, etc.)
    - Start Monitoring p95 Latency: Using Prometheus(histogram\_quantile(0.95,rate(http\_request\_duration\_seconds\_bucket[1m])))
    - Ensure Latency is Stable: Check that latency doesn’t drift upward over time. Use linear regression on the last 1–5 minutes of latency values to ensure slope ≈ 0.

from sklearn.linear\_model import LinearRegression

import numpy as np

X = np.arange(len(latencies)).reshape(-1, 1)

y = np.array(latencies)

slope = LinearRegression().fit(X, y).coef\_[0]

if abs(slope) < 0.5: # ~0.5ms/sec

latency\_is\_stable = True

* + - Set Initial Latency (L’): Once stable(L’ = average(p95\_latency over stable window). If our latency has noise (e.g., jumps between 110 and 150 ms), use p95 of a moving window instead of an average.
* Practical Parameters

| Parameter | Suggested Value | Description |
| --- | --- | --- |
| Start RPS | 1 | Initial low load |
| RPS Increment ΔR | +1 or +5 | Finer steps give more precise control |
| Wait Interval | 0 sec – 1 min | Wait before measuring impact |
| Latency Threshold (ΔL/ΔR) | α × L’ | Defines system instability slope |
| Max CPU Threshold | 75–80% | Avoid saturation |

* Metrics to Monitor During Each Step
  + p95\_latency – Use high-percentile (not average) latency to capture user-facing performance degradation.
  + ΔL/ΔR (Latency Gradient) – Detects sharp increases in latency as load increases.
  + CPU Usage (%) – Helps avoid resource starvation or throttling.
  + *(Optional)* GC Pause Time, Thread Queue Length – JVM-based services especially.
* Breaking Conditions — When to Stop Ramp-Up
  + Stop increasing load when:
    - Latency becomes sensitive to load

ΔR / ΔL ​=​ (Lcurrent​−Lprevious) / (Rcurrent​−Rprevious) ​​> Threshold

This means system is getting saturated or queuing is beginning to dominate response time.

* + - CPU usage exceeds safe threshold

CPUU​sage > Max threshold

This indicates approaching saturation or throttling (especially in Kubernetes).

1. **Backtrack to Last Stable Point**

Once a breaking condition is hit:

* Rollback to previous RPS (R₀)
* Record:
  + R₀ = max sustainable request rate
  + L₀ = corresponding p95 latency
  + cpu₀ = CPU usage at R₀
* This becomes your performance baseline

1. **Smart Stability Check**

To avoid false detection due to jitter or noisy metrics, apply statistical smoothing. Use Linear Regression:

* On a 5-minute sliding window of latency (p95\_latency(t))
* Fit latency vs time using least squares
* If slope ≈ 0, latency is stable

from sklearn.linear\_model import LinearRegression

window = last\_5\_minutes\_latency\_values

X = timestamps.reshape(-1, 1)

y = latencies

model = LinearRegression().fit(X, y)

slope = model.coef\_[0]

if abs(slope) < 0.5: # milliseconds per second

latency\_is\_stable = True

#### Why This Works:

* Balances real performance (latency) with infrastructure pressure (CPU).
* Avoids over/under-provisioning before scaling logic begins.
* Produces ground truth for later comparison during stress or optimization phases.

#### After This Phase:

We now have:

* A stable workload (R₀)
* A target latency (L₀)
* System pressure metrics (CPU₀, Memory₀)

### Stress Phase – Performance Deviation Analysis

After identifying the stable base request rate (R₀) and base latency (L₀) in the previous phase, the goal of this phase is to:

* Apply a higher workload (R₁ > R₀)
* Measure how the system responds in terms of latency and resource pressure
* Trigger vertical scaling if latency worsens
* Explore optimization if performance improves

Input from Previous Step:

* R₀ -> Base request rate (max sustainable rate without degradation)
* L₀ -> Corresponding base p95 latency
* Optional: cpu₀, mem₀ -> CPU and memory usage at baseline

**Increase the Request Rate**

Apply a higher request rate than the base: R₁ = R₀ + ΔR

We can choose ΔR as:

* +20% if you're testing moderate load increase
* +50–100% for aggressive surge testing

**Let System Stabilize**

Once R₁ is applied:

* Let the system run for a fixed time window (e.g., 1–3 minutes)
* This allows caching, CPU ramp-up, GC, and any retries to stabilize

**Measure Key Metrics**

Record:

* L₁ = p95 latency under R₁
* cpu₁ = CPU usage %
* mem₁ = Memory usage %
* Optional: GC time, queue depth, error rates

**Compare Against Baseline**

Case 1: Performance Degraded

if L₁ > L₀:

performance\_degraded = True

* Latency increased — system is struggling under R₁.
* This indicates:
  + CPU/memory bottlenecks
  + Saturated thread pools
  + GC pressure
  + DB/backend constraints

Case 2: Performance Improved or Same

if L₁ <= L₀:

performance\_stable\_or\_better = True

* Latency is stable or even lower than L₀ under higher load.
* This may mean:
  + The app is under-provisioned at R₀
  + JVM warmed up
  + Batching/pipelining became efficient
  + Thread pools now fully utilized

**Why Latency Can Drop under Higher Load**

* Low concurrency can keep workers idle.
* Higher load can improve thread pool utilization, cache hits, or batching.
* For ML inference, batching larger requests can reduce per-request overhead.
* Lower latency at higher RPS ≠ bug — may mean system is underloaded.

**What This Step Achieves**

* Pushes system toward peak performance
* Lets us dynamically decide whether to scale, optimize, or update baseline
* Prepares the system for realistic, fluctuating workloads

### Adaptive Vertical Scaling (with Bayesian Optimization)

Use Bayesian Optimization to smartly adjust CPU and memory requests for a Kubernetes pod to:

* Restore degraded performance (if L₁ > L₀)
* Improve performance further (if L₁ < L₀)
* Avoid overprovisioning or underutilization
* Minimize resource usage while keeping latency near or below L₀

**Why Bayesian Optimization?**

Unlike greedy step-wise increments, Bayesian Optimization:

* Explores intelligently based on past performance
* Balances exploration (try new CPU/mem combos) and exploitation (focus near best)
* Avoids wasteful trials and quickly converges to near-optimal allocations

**Inputs:**

From previous steps:

* R₀ = Base request rate
* R₁ = Applied request rate (R₁ > R₀)
* L₀ = Base latency
* L₁ = Current latency under stress

**System Design**

* Objective function:  
   Minimize latency + resource usage penalty
* Parameters to tune:
  + cpu\_request (e.g., from 200m to 1500m)
  + mem\_request (e.g., from 256Mi to 2Gi)

**Step-by-Step Execution**

1. **Define the Objective Function**

def objective(trial):

# Suggest CPU and memory request values

current\_cpu = get\_current\_cpu\_request() # e.g., 0.5 cores

current\_mem = get\_current\_memory\_request() # e.g., 1.0 Gi

cpu\_min = current\_cpu \* 0.5

mem\_min = current\_mem \* 0.5

cpu\_m = trial.suggest\_float("cpu", cpu\_min, cpu\_max)

mem\_g = trial.suggest\_float("memory", mem\_min, mem\_max)

# Apply the resource patch to the deployment

apply\_patch\_deployment(cpu=cpu\_m, mem=mem\_g)

# Wait for pod to stabilize

wait\_for\_stabilization()

# Measure current latency and resource usage

latency = measure\_p95\_latency()

cpu\_util = measure\_cpu\_usage\_pct()

mem\_util = measure\_memory\_usage\_pct()

# Normalize if usage is in 0–100%

if cpu\_util > 1: cpu\_util /= 100

if mem\_util > 1: mem\_util /= 100

# Compute performance gap

latency\_penalty = max(latency - initial\_latency, 0)

# CPU utilization penalty (dual-sided)

# Optimal CPU usage range: 60% to 85%

if cpu\_util < 0.6:

cpu\_penalty = (0.6 - cpu\_util) \* 10

elif cpu\_util > 0.85:

cpu\_penalty = (cpu\_util - 0.85) \* 15

else:

cpu\_penalty = 0

# Memory utilization penalty (dual-sided)

# Optimal Mem usage range: 60% to 85%

if mem\_util < 0.6:

mem\_penalty = (0.6 - mem\_util) \* 5

elif mem\_util > 0.85:

mem\_penalty = (mem\_util - 0.85) \* 10

else:

mem\_penalty = 0

# Final score: minimize this

score = latency\_penalty + cpu\_penalty + mem\_penalty

return score

1. Run the Optimizer (e.g., with Optuna)

Use Optuna’s study.stop() method from inside the objective function or a custom callback when:

* Latency reaches below a target
* Best score hasn't improved in N trials
* We detect instability

import optuna

study = optuna.create\_study(direction="minimize")

def early\_stopping\_callback(study, trial):

if study.best\_value is not None and study.best\_value < 0.01:

print("Early stopping: target performance achieved.")

study.stop()

study.optimize(objective, n\_trials=1000, callbacks=[early\_stopping\_callback])

This will:

* Try various CPU/Memory settings
* Observe their impact on latency and utilization
* Find the most balanced configuration

1. **Analyze and Apply Best Config**

best = study.best\_params

cpu\_best = best["cpu"]

mem\_best = best["memory"]

apply\_patch\_deployment(cpu=cpu\_best, mem=mem\_best)

**Condition-Based Control Logic**

Case A: If L₁ > L₀ (Performance Degraded)

* Use the above optimizer to scale up CPU/memory until latency improves.
* Use latency\_penalty to heavily prioritize regaining performance.

Case B: If L₁ < L₀ (Latency Improved)

* Use the optimizer to minimize latency further while reducing resources.
* Let the optimizer explore smaller CPU/mem values.
* Penalize waste (low utilization) to push resource efficiency.

**Benefits of This Approach**

| Feature | Greedy | Bayesian Optimization |
| --- | --- | --- |
| Finds global minimum | No | Yes |
| Avoids overprovisioning & underprovisioning | May be | Yess |
| Works under noisy data | No | Yes |
| Fast convergence | No | Yes (with few trials) |
| Easy to automate | Yes | Yes |

**Flow**
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### Monitoring & Learning Loop (Reinforcement-Inspired Feedback System)

#### Goal

Create a self-adaptive system that continuously:

* Observes runtime performance
* Learns how different CPU/memory settings impact latency
* Builds a knowledge base of best configurations for various workloads
* Uses that knowledge to preemptively optimize for future workload changes

#### Key Concepts

| **Component** | **Description** |
| --- | --- |
| Latency gap (ΔL) | The difference between current latency and base latency (L₁ - L₀) |
| Resource headroom | The amount of unused CPU or memory (i.e., underutilized allocations) |
| Workload signature | Defined by request rate (RPS), time of day, or workload category |
| Knowledge base (KB) | A map of workload → best resource config (CPU/mem) |
| Feedback frequency | How often the loop executes (e.g., every 5 minutes) |

#### Step-by-Step Monitoring & Learning Loop

##### Every N Minutes (e.g., 5 Min): Collect Metrics

Use Prometheus

Collected metrics:

latency = measure\_p95\_latency()

cpu\_usage = measure\_cpu\_usage\_pct() # actual usage %

mem\_usage = measure\_memory\_usage\_pct()

cpu\_request = get\_requested\_cpu() # allocated request (cores)

mem\_request = get\_requested\_memory() # in Gi

rps = measure\_request\_rate()

##### Compute State Features

Define system performance state:

latency\_gap = latency - base\_latency # ΔL

cpu\_headroom = 1 - cpu\_usage # 0.3 means 30% unused

mem\_headroom = 1 - mem\_usage

utilization\_ratio = (cpu\_usage + mem\_usage) / 2

##### Evaluate Current Efficiency Score

cpu\_price\_ratio = get\_current\_cpu\_cost\_per\_core()

mem\_price\_ratio = get\_current\_memory\_cost\_per\_GB()

total\_price = cpu\_price\_ratio + mem\_price\_ratio

cpu\_penalty\_weight = cpu\_price\_ratio / total\_price

mem\_penalty\_weight = mem\_price\_ratio / total\_price

latency\_weight = 1.0 # always high

score = (

max(latency\_gap, 0) \* latency\_weight

+ cpu\_headroom \* cpu\_penalty\_weight

+ mem\_headroom \* mem\_penalty\_weight

)

Lower score = better system state

##### Define Workload Signature

Create a unique key to represent the workload context:

workload\_key = {

"rps": round(rps, 1),

"time\_window": get\_current\_time\_window(), # e.g., morning, peak, off-peak

"service": service\_name

}

##### Update Knowledge Base (KB)

Knowledge base stores mappings like:

{

"rps": 15.0,

"time\_window": "peak",

"service": "service-1"

} => {

"cpu": 0.6,

"memory": 1.25,

"score": 5.2

}

Update Logic:

if workload\_key not in knowledge\_base:

knowledge\_base[workload\_key] = current\_config

else:

if score < knowledge\_base[workload\_key]["score"]:

knowledge\_base[workload\_key] = current\_config # improved config

##### Action: Recommend or Apply Better Config

On next loop or during autoscaling:

if workload\_key in knowledge\_base:

best\_config = knowledge\_base[workload\_key]

if current\_config != best\_config:

apply\_patch\_deployment(cpu=best\_config["cpu"], mem=best\_config["memory"])

This enables the system to self-optimize proactively, not reactively.

#### Optional: Model the Latency-Resource Surface

As data accumulates, fit a predictive model:

latency = f(cpu, memory, rps) + ε

Use:

* Regression Trees
* Gaussian Process
* Neural Network
* Bayesian Surface Estimation

This enables:

* Predicting what CPU/mem combo will keep latency near L₀
* Simulating impact before deploying change

#### System Architecture Flow

[Metrics Collection] -> [Compute Score & Headroom] -> [Identify Workload Signature (RPS, Time)] -> [Check & Update Knowledge Base] -> [Recommend / Apply Better Config] -> [Wait N Minutes & Repeat]

| **Feature** | **Benefit** |
| --- | --- |
| Continuous learning | Adapts to workload shifts |
| No manual tuning | Builds optimal resource map over time |
| Avoids overprovisioning | Detects and corrects waste automatically |
| Preemptive autoscaling | Applies best config before degradation begins |

### Optional: How to Connect Bayesian Surface Estimation to Our System

#### Step 1: Collect Training Data

From each Monitoring Loop iteration, store:

X = [cpu\_request, mem\_request, rps]

y = [observed\_latency]

Build a dataset

#### Step 2: Train a Bayesian Regression Model

Gaussian Process Regression (GPR):

from sklearn.gaussian\_process import GaussianProcessRegressor

from sklearn.gaussian\_process.kernels import RBF, WhiteKernel

import numpy as np

# X: [cpu, memory, rps]

# y: latency

X = np.array(training\_data\_inputs) # shape: (n\_samples, 3)

y = np.array(training\_data\_outputs) # shape: (n\_samples,)

kernel = RBF(length\_scale=1.0) + WhiteKernel(noise\_level=1)

model = GaussianProcessRegressor(kernel=kernel)

model.fit(X, y)

This model now estimates latency = f(cpu, memory, rps) ± uncertainty

#### 

#### Step 3: Predict Latency for Candidate Configurations

# Predict latency at 0.6 cores, 1.2 Gi, and 14 RPS

latency\_pred, std = model.predict([[0.6, 1.2, 14]], return\_std=True)

print(f"Expected latency: {latency\_pred[0]:.2f} ms ± {std[0]:.2f}")

#### Step 4: Use Predictions in the Feedback Loop

Before deciding to apply a config:

1. Generate several candidate configurations near the current point
2. Predict latency using GPR
3. Choose the one with:
   * lowest latency
   * minimal CPU/memory
   * within a confidence range (e.g., std < 20 ms)

candidates = [

[0.5, 1.0, rps],

[0.6, 1.0, rps],

[0.7, 1.2, rps],

...

]

best\_score = float("inf")

best\_config = None

for config in candidates:

pred, std = model.predict([config], return\_std=True)

if std[0] < 15: # avoid high uncertainty

score = pred[0] + 5 \* config[0] + 3 \* config[1] # latency + weighted CPU/mem cost

if score < best\_score:

best\_score = score

best\_config = config

# Apply best\_config: [cpu, memory, rps]

apply\_patch\_deployment(cpu=best\_config[0], mem=best\_config[1])

#### Step 5: Continually Retrain the Model

Every N iterations (e.g., every 10 samples), retrain:

if len(training\_data\_inputs) % 10 == 0:

model.fit(X, y)

This keeps the surface estimation up-to-date as load patterns change.

| **Benefit** | **Description** |
| --- | --- |
| Predicts before deploying | Reduces unnecessary patching and rolling restarts |
| Learns a generalized latency surface | Not just for one RPS — works across any workload |
| Handles uncertainty | Uses ± std to skip bad recommendations |
| Integrates seamlessly | Fits directly into your Step 5 feedback loop |

#### Tools We Can Use

| **Tool** | **Purpose** |
| --- | --- |
| scikit-learn | GPR, Bayesian Ridge |
| GPy, GPyTorch | More scalable GPs |
| Optuna | Bayesian optimizer with study.sampler |
| BayesianOptimization package | High-level interface to fit surfaces |

#### Architecture Update (with Bayesian Layer)

[Metrics Collector] -> [Training Data (X, y) Store] -> [Bayesian Surface Estimator (GPR)] -> [Predict latency for candidate configs] -> [Choose optimal (CPU, mem) combo] -> [Patch Deployment + Feedback]